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Abstract—This paper presents an approach for testing mobile applications using reverse engineering and behavioural patterns. The goal of this research work is to ease the testing of mobile applications by automatically identifying and testing behaviour that is common in this type of applications, i.e., behaviour patterns. The approach includes a tool to automatically explore an Android application. This tool also identifies patterns in the behaviour of the application and apply tests previously associated with those patterns. The final results of this research work will be a catalogue of behavioural patterns and the tool which will output a report on the matched patterns and another one on the testing of those patterns.
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I. INTRODUCTION

Since the release of the iPhone in 2007 [1] and of the first Android smart phone in 2008 [2], smart phones have started to greatly increase their mobile sales. In fact, in 2013 both Android’s Google Play and Apple’s App Store surpassed the one million available applications and fifty billion downloads threshold [3]. This market dimension makes it extremely important to ensure the quality of an application as it generates a high level of competitiveness and thus for one to get popular it must be as flawless as possible. Furthermore, there has also been an increase of business critical mobile applications, such as mobile banking applications, which makes it even more important to ensure its functional correctness.

Mobile applications have, as any other type of application, their own quirks regarding testing, such as the high amount of different events that need to be tested. An event in a mobile application can be of two types: an user interface (UI) event, i.e., an event provoked by an interaction of the user with the application, such as tapping a widget; or a system event, i.e., an event provoked by something external to the application, such as the detection of a new available network, an incoming call or message and the modification of the orientation of the phone (from vertical to horizontal, for instance). Each of these events may or may not have an impact on the application behaviour. For instance, an incoming call changes the currently running activity to the stopped state and tapping a widget may modify the state of data of the currently running activity or even close it to open a new one.

One of the main focus of mobile testing is user interface (UI) testing, more precisely Graphical UI (GUI) testing, as this is the source of interaction with the user and where most errors occur. Two ways of automating testing are automating the test case generation process or automating the test case execution. One of the most popular techniques for automatic test case generation, which is the focus of this work, is Model-based Testing (MBT) [4], i.e., a model of the application’s behaviour is necessary as input and the output is a test suite. This technique has two main problems: the effort required in building the model as it is usually not available and the combinatorial explosion of test cases that are generated [5]. The first problem will be addressed using reverse engineering techniques and the second by focusing on testing recurring behaviour, i.e., behaviour patterns. A pattern is a recurring solution for a recurring problem in a certain context. A behavioural pattern reproduces a recurring behaviour situation, for instance, login or master/detail. Examples of behavioural patterns in Android applications are screen rotation or the starting of a new activity.

Software reverse engineering was defined in 1990 by Chikofsky and Cross [6] as “the process of analysing a subject system to (1) identify the system’s components and interrelationships and (2) to create representations of the system in another form or at a higher level of abstraction”.

Even though nowadays reverse engineering is considered helpful in several areas [7], such as testing, it initially surfaced associated with software maintenance as it eases system comprehension. This was considered extremely important as over 50% of a systems development is occupied with maintenance tasks [8], [9], [10] and over 50% of maintenance is dedicated to comprehending the system [11], [12]. Reverse engineering has also proved to be useful, for instance, in coping with the Y2K problem, with the European currency conversion and with the migration of information systems to the web and towards the electronic commerce [13]. With the exploration of reverse engineering techniques, its usefulness grew from software maintenance to other fields, such as verification and validation and security analysis.

As far as we know, none of the reverse engineering approaches applied on mobile applications tries to take advantage of the existence of behavioral patterns on the application to facilitate their task. Mobile applications present behavioural patterns which can ease the modelling and, thus, the testing task. As such, this approach explores a mobile application in order to identify behaviour patterns and to test these patterns. During the exploration, whenever an occurrence of a behavioural pattern is detected a pre-defined test strategy will be applied to test it. Even though it is necessary to manually specify a catalogue of behavioural patterns and the corresponding test strategies, the catalogue is common to every application and so this effort is only necessary once. This will
be one of the results of this work.

There have already been some studies that show that patterns can be useful for testing mobile applications. In 2009, Erik Nilsson [14] identified some recurring problems when developing an Android application and the UI design patterns that could help solve them. If these patterns have an associated behaviour then it is possible to identify the pattern by the automatic detection of the behaviour. In 2013, Sahami Shirazi et al. studied the layout of Android applications trying, among other goals, to verify if these layouts presented any patterns. They concluded that 75.8% of unique combinations of elements appeared only once in the application. Nevertheless, this study was conducted taking into consideration a static analysis of the layout and its elements while different combination of elements may represent the same behaviour and, thus, the same pattern.

The remaining of this document is structured as follows. Section II presents the state of the art on reverse engineering and patterns applied to mobile applications. Section III presents the approach and research methodology. Section IV presents the past work and preliminary results. Section V presents the work to be developed along with the results that are expected. Section VI presents the drawn conclusions.

II. STATE-OF-THE-ART

This Section presents a research on the state of the art on mobile reverse engineering. In order to ease the analysis of the approaches, an ontology based on the one presented by Cornelissen et al. [15] was defined with the top-level concepts:

- **goal**: what is the main purpose of the approach? This corresponds to *activity* from Cornelissen et al.;
- **target**: what is the target platform in which the approach works? This corresponds to *target* from Cornelissen et al.;
- **method**: does it use a static, dynamic, or hybrid method? Cornelissen et al. only consider dynamic approaches so this aspect was not considered;
- **technique**: what are the techniques applied? This corresponds to *method* from Cornelissen et al.;
- **extracted information**: what type of information is extracted? This aspect did not appear in the Cornelissen et al.’s ontology;
- **output**: how is the obtained information represented to the user? This aspect did not appear in the Cornelissen et al.’s ontology;
- **validation**: how is the proposed approach validated? This corresponds to *Evaluation* from Cornelissen et al..

Table I presents the result of the classification of the approaches according to the ontology. Further details on the definition of this ontology can be found in [16].

<table>
<thead>
<tr>
<th>Technique</th>
<th>Method</th>
<th>Goal</th>
<th>Target</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dynamic</td>
<td>No</td>
<td>Verify if these layouts presented any patterns.</td>
<td>Android applications</td>
</tr>
<tr>
<td>Hybrid</td>
<td>Yes</td>
<td>Obtain a set of event sequences to test the application with a hybrid approach.</td>
<td>Android applications</td>
</tr>
<tr>
<td>Static</td>
<td>Yes</td>
<td>Verify if these layouts presented any patterns.</td>
<td>Android applications</td>
</tr>
</tbody>
</table>

III. APPROACH AND RESEARCH METHODOLOGY

Joorabchi et al. [22] and Yang et al. [23] are the only ones who claim their goal is to obtain a model of the application’s user interface. Naturally other approaches also have this purpose, like Amalfitano et al.’s, but Joorabchi et al. and Yang et al. make no effort of trying to test the application or to generate event sequences. Their main goal is to obtain a finite state machine representing the behaviour of the application. According to Yang et al. [23] the main difference between their approach and Joorabchi et al.’s [22] is that the latter has no means of identifying which GUI elements are actionable and which events these elements support.

**Target**

Joorabchi et al. [22] are the only ones who target iOS applications, while the remaining approaches target Android applications.

**Method**

Table I shows a clear predominance of dynamic and hybrid approaches, which is to be expected given the event-based nature of mobile applications. In fact, only Batyuk et al. [20] follow a static approach, trying to identify possible security vulnerabilities, such as unwanted access of user data.

**Technique**

All the dynamic approaches apply instrumentation, even if it is to the Android SDK framework [27], like Machiry et al. [26], or to the virtual machine where the application is being run, like Hu et al. [25]. Unlike their work in [28], in which Amalfitano et al. targeted rich internet applications, in [17] and [18] they apply instrumentation to the application under analysis itself. Anand et al. [24] apply instrumentation both to the application under analysis and to the Android SDK framework. It is also verifiable that most approaches, specially the most recent ones, opt for an hybrid approach in order to benefit from both worlds. Amalfitano et al.’s work in 2011 [17] aimed at automatically generating test cases and detecting crashes by crawling the application. In 2011 Amalfitano et al. [17] used the instrumentation to obtain analysable logs in order to detect the origin of a crash. In 2012 [18], with the same idea in mind, they applied Memon’s GUI Ripper [29], [30] to Android applications, which rips the application and then analyses each part separately simulating user events. The main difference in the results was their new capability of detecting some bugs besides crashes. In 2013 [19] they decided to add an analysis of the behaviour of the application in the presence of system events. To do so they opted again to crawl the application and replaced the Android Sensor framework with an ad hoc version to ease the task of injecting this new type of events.

**Extracted Information**

Both Anand et al. [24] and Jensen et al. [21] obtain event sequences to test the application with a hybrid approach. However, Anand et al. aim at obtaining a set of event sequences with the higher coverage percentage possible and Jensen et al.’s idea is to find a feasible path that enables the testing of a given code statement that has not yet been reached by other testing techniques, i.e., Jensen et al.’s approach complements other approaches which do not present 100% coverage.

**Output**

As most approaches focus on verifying and validating applications it would be expected to find a tendency of the
<table>
<thead>
<tr>
<th>Aspect</th>
<th>Classification</th>
<th>Papers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goal</td>
<td>V&amp;V</td>
<td>x x x x x x x x x</td>
</tr>
<tr>
<td>Model Recovery</td>
<td></td>
<td>x x</td>
</tr>
<tr>
<td>Target</td>
<td>Android</td>
<td>x x x x x x x x x</td>
</tr>
<tr>
<td>iOS</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Method</td>
<td>Static</td>
<td>x</td>
</tr>
<tr>
<td>Dynamic</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Hybrid</td>
<td></td>
<td>x x x x x</td>
</tr>
<tr>
<td>Technique</td>
<td>Crawling</td>
<td>x x x x x</td>
</tr>
<tr>
<td>Ripping</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Instrumentation</td>
<td></td>
<td>x x x x x</td>
</tr>
<tr>
<td>Parsing</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Event Handling</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Event Simulation</td>
<td></td>
<td>x x x x x</td>
</tr>
<tr>
<td>Pattern Identification</td>
<td></td>
<td>x x</td>
</tr>
<tr>
<td>Clustering</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Test Generation</td>
<td></td>
<td>x x x</td>
</tr>
<tr>
<td>Code Injection</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Code Replacement</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Reflection</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Comparison of Interface</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Data Mining</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Concolic Execution</td>
<td></td>
<td>x x x</td>
</tr>
<tr>
<td>Extracted Information</td>
<td>Crash Detection</td>
<td>x x x</td>
</tr>
<tr>
<td>Bugs (not only crashes)</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Event Sequence</td>
<td></td>
<td>x x</td>
</tr>
<tr>
<td>Runtime Behaviour</td>
<td></td>
<td>x x</td>
</tr>
<tr>
<td>Inputs</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Malicious Functionalities</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Output</td>
<td>Test Suit</td>
<td>x x x</td>
</tr>
<tr>
<td>Call Graph</td>
<td></td>
<td>x x</td>
</tr>
<tr>
<td>Finite State Machine</td>
<td></td>
<td>x x</td>
</tr>
<tr>
<td>Report</td>
<td></td>
<td>x x x x</td>
</tr>
<tr>
<td>Validation</td>
<td>Case Study</td>
<td>x x x x x x x x x</td>
</tr>
<tr>
<td>Comparison With Other Approaches/Tools</td>
<td>x x x x x</td>
<td></td>
</tr>
<tr>
<td>Evaluation</td>
<td></td>
<td>x x</td>
</tr>
</tbody>
</table>

Moreover, only Amalfitano et al. [19] and Machiry et al. [26] consider the effect of system events. However, Amalfitano et al.’s goal is to generate a test suite and to detect crashes and Machiry et al. attempt at recovering input data to enable testing, while the approach in this document will output a report on matched patterns and where they are found as well as a testing report.

A. Conclusions

The approach here presented aims at using reverse engineering to ease the behavioural patterns identification process and to use these patterns to ease the automation of the testing process. This will enable the testing of part of the application without the effort of building a model and without the risk of having a test case explosion as the test case generation will only be focused on the patterns found during the exploration and each pattern has a well-defined test strategy associated with it.

III. RESEARCH OBJECTIVES AND METHODOLOGICAL APPROACH

This Section presents the research objectives and the methodological approach as well as the research hypothesis and the how it will be validated.
A. Research Objectives

The main research objectives of this work are to construct a catalogue of behavioural patterns and to develop a tool that automatically explores a mobile application and identifies and tests behavioural patterns during the exploration.

B. Methodological Approach

The main steps of this approach consist in: 1) defining a catalogue of mobile GUI patterns to identify and the corresponding test strategy; 2) applying a hybrid reverse engineering approach to automatically explore mobile applications; 3) identifying patterns on the fly and applying the predefined test; 4) storing the information regarding all the explored behaviour; 5) producing a test report and a matched patterns report.

The reverse engineering process to be applied is based on Yang et al.’s approach [23], i.e., static analysis will be used to identify which event handlers are associated with each widget in order to dynamically exercise them. A deep study on which frameworks or tools are best is still being undertaken. A possible static analysis tool is WALA [31], which is the one used by Yang et al. [23] and extracts a call graph of the application, and possible solutions for the dynamic exploration and exercising of widgets are Robotium [32] and Monkey Runner [33].

Finally, after each step of the exploration in which a pattern (from the previously defined catalogue) is identified, the corresponding test strategy is applied and a report is produced. The testing phase consists in injecting the events defined in the test strategy associated with the behavioural pattern matched and in analysing the responses of the system, comparing them with the ones defined in the test strategy. Figure 1 depicts the approach.

Fig. 1. Block Diagram of the Architecture of the Approach

C. Research Hypothesis

Mobile applications have generic recurrent behaviour, independent of their specific domain, that may be tested automatically by combining reverse engineering with testing within an iterative process.

D. Validation

The validation of the approach is divided in three main aspects. Firstly, as the goal of the approach is to test the application, some errors will be introduced in a set of applications in order to verify if the approach detects them. Secondly, an analysis of the percentage of the code explored and tested will be undertaken. Finally, the results will be compared with the ones from other approaches, such as the ones of Yang et al. [23] and Amalfitano et al. [19]. This comparison will mainly be on the reverse engineering results.

In order to do so, a case study will be conducted preferably on applications also used to validate other mobile reverse engineering approaches. Thus, the implementation of the approach will focus Android smartphones applications.

IV. Past work and preliminary results

A. Catalogue of Behavioural Patterns

One of the most important aspects of this approach is the definition of the patterns catalogue. Even though it is always possible to improve the catalogue, at this moment some behaviour patterns have already been identified. These are some examples:

- screen rotation - when the screen is rotated, the information on the screen should remain unaltered even though its placement may change
- menu appearance - the information on the screen should remain unaltered except for the new menu (the menu itself also provides new exploration and test paths);
- incoming call - when the call ends the application should go back to the same state it was in upon the incoming call;
- appearance of a keyboard - when pressing the keys, the content of the selected text box should change accordingly.

B. GUI Reverse Engineering for Visual and Formal Models

Previous work on reverse engineering has already been conducted in Desktop applications. In [34], [35] an approach for recovering part of a formal model of a Desktop application was presented. This approach automatically explored the application using the Microsoft Windows accessibility framework UI automation [36] and following a depth-first exploration algorithm. It was able to successfully extract GraphML models on the navigation and on properties changes of the application, as well as part of a formal Spec# model.

C. Patterns to disambiguate extracted models

Often the behaviour of applications is modelled as a finite state machine (FSM), which may arise an ambiguity problem, i.e., when from the same state, the same event leads to two different states.

In [35], a machine learning technique called Inductive Logic Programming [37], [38] was used in order to solve these ambiguities. The main idea was to identify ambiguities in the
model and match them to previously defined patterns which indicate how to solve that same ambiguity and would modify the model accordingly. In order to apply ILP, all states, transitions and patterns were expressed in a declarative language, Prolog [39]. Even though the Prolog code representing the states and the transitions can be automatically derived from the model, the patterns, alike every pattern identification approach, have to be manually defined. Nevertheless, they are reusable. The approach followed is summarised in Figure 2.

![UML Activity Diagram of the Architecture of the ILP approach to disambiguate FSM models](image)

This experiment shows a successful application of a pattern-matching technique, which could be used in the work presented in this document. However, due to scalability issues, other options are being analysed.

V. FUTURE WORK AND EXPECTED RESULTS

It is possible to divide the future work in near future and otherwise. For the near future, the most important steps to take are: 1) explore and decide the best framework to ease the application exploration and data collection; 2) select applications which are known to have at least one of the patterns; 3) manually explore the application in order to ease the development of the tool and to test the identification of that pattern; 4) apply the test pattern when the behaviour pattern is found.

At this point, it is expected to have a tool that extracts information along a manual exploration of an application. This manual exploration is stopped when a pattern is found and the test pattern is applied. The tool will produce a report whenever the pattern is found stating the result of the test.

Once these steps are concluded, it is important to: 1) test with other applications adding errors on the patterns to fully test the approach; 2) develop the automatic exploration of the application; 3) identify other patterns.

At the end of the development, the tool is expected to automatically explore the application and to identify several behaviour patterns. The case study to be conducted should verify that the tool identifies the patterns, testing them and producing the correct report.

VI. CONCLUSIONS

This document presents the current state of the art on reverse engineering and, more specifically, on mobile reverse engineering. Furthermore, it describes the approach to be followed in this PhD work as well as the research methodology associated with it. The approach described automatically explores and tests a mobile application. The testing process will be based on the identification of behavioural patterns on its GUI. In order to achieve this, a reverse engineering approach will be followed. The process will be based on an automatic and dynamic exploration of the applications GUI. However, in order to ease this exploration, a static analysis will identify the widgets that can be exercised and how they can be exercised, i.e., it identifies the widgets which have event handlers associated. Furthermore, behavioural patterns are to be identified in order to enable the testing of the corresponding behaviour on the fly. In summary, the contributions of the work will be: 1) a reverse engineering approach to identify occurrences of behavioral patterns in mobile applications, 2) an on-the-fly testing approach based on the application of test patterns associated with behavioral patterns identified in the mobile application. In this approach the effort is associated with the assembly of the patterns catalogue, which is common to every application, i.e., once defined it can simply be reused. As such, it has a better cost-benefit ratio than MBT approaches and it enables the detection of more (and different) errors than monkey testing tools.
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