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Abstract—Traffic congestion affects not only the economic activity of cities but is also responsible for air quality and global warming problems. The employment of electric buses in metropolitan transportation as an alternative to internal combustion engine buses appears to be a promising eco-sustainable solution. However, an important aspect in evaluating the performance and adequateness of such vehicles is the fact they are immersed in an urban context. This work follows a HLA-based distributed architecture for electric bus powertrain simulation within a realistic urban mobility environment. In that sense, it discusses on coupling the SUMO (Simulation of Urban MOBility) microscopic traffic simulator with a model of an electric bus powertrain subsystem designed in the MatLab/Simulink environment. Both the electric bus traction subsystems and the integration have been validated using field test experimental data. The proposed simulation framework is multi-faceted. As a matter of fact it can be used, not only as electric vehicle evaluation tool under different dynamics of traffic conditions and driving behavior, but also as a planner for charging strategies and optimizations.

I. INTRODUCTION

The last decades have witnessed a large increase in traffic and transport demand that has created and aggravated capacity problems in the infrastructure causing traffic congestions and delays. Problems in the traffic system have a large impact on almost all areas of economic activities since the flow of people and goods between cities is directly related to the road network [1].

Furthermore, traffic congestion affects not only the welfare of citizens from the economic point of view but is also related to their health status both psychologically, due to stress accumulated during their travels, and physically due to high air pollution levels. In fact, a problem associated with the increasing use of personal vehicles is the emissions. According to the 2009 Urban Mobility Report [10] the congestion led urban Americans to travel 4.2 billion hours more, which resulted in 2.8 billion gallons of extra fuel, an increase of more than 50% over the previous decade. The green house effect, also known as global warming, is a serious issue that we have to face. There have been increased tensions in part of the world due to the energy crisis. Government agencies and organizations try to develop more stringent standards for the fuel consumption and gas emissions through reduction of the congestion on network infrastructures [11].

There is, of course, a diversity of different solutions trying to tackle congestion problems. As congestion begins to occur when the amount of traffic on a road network is approaching its maximum capacity, and the most obvious solution is to increase the network capacity [13]. This can be done in several ways, such as building new roads, extending the existing ones and adjusting the speed limit of roads to increase their capacity. However, creating new roads or adding additional capacity to the existing ones can be expensive, time consuming, can cause environmental and social impacts and is not guaranteed that it solves the problem, as demonstrated by the Braess’ paradox [3]. Thus, the increase in traffic volumes combined with often short distances between intersections requires the adoption of a systems analysis approach to properly address traffic congestion. Often, traffic congestion is not the result of excessive traffic, but the result of overlapping bottleneck locations. The spillover effect of traffic congestion from one location to another makes conventional engineering methods inefficient [8].

In this sense, incentives and investments on public transports as well as research on more eco-sustainable solutions have been performed as attempts to minimize both the air pollution and congestion problems. One of the approaches currently investigated and implemented to provide an eco-sustainable solution for the public transport is related to the employment of electric bus powertrains in metropolitan transportation as an alternative to internal combustion engine buses [12]. However, there are still open issues related to the consumption of energy and other performance measures for considering the adoption of electric buses in urban scenarios as a cost-effective solution.

An important aspect of evaluating the performance and adequateness of such vehicles is the fact they are to be immersed in an urban environment context. That is, a route having many positive elevations or a traffic congestion situation will directly affect the autonomy and performance of the vehicle. Albeit there are different tools and models to assess the behaviour of electric buses, such evaluations often lack the aforementioned integration with the traffic dynamics. In [7] a first step towards the integration of microscopic traffic simulation with electric vehicle operations has been presented. In this context, authors have extended the “class vehicle” in the SUMO simulator by a build-in implementa-

tion of an electric vehicle model.
This paper wants to propose a flexible approach to analyse the real system by integrating different aspects of it, namely a microscopic traffic model with a nanoscopic representation of an electric vehicle. Thus the paper presents and discusses on a distributed architecture for the multi-resolution simulation of electric bus powertrain system within a realistic urban mobility context. More specifically, it explains the concepts and the potential of using the High Level Architecture (HLA) to interconnect different simulation systems: the Matlab/Simulink model of an electric bus subsystem (to simulate the consumptions of an electric vehicle) and SUMO [2], a microscopic traffic simulator (to simulate the urban traffic conditions under which the electric vehicle should be evaluated).

II. HLA PRELIMINARIES

The High Level Architecture addresses the reuse and interoperability of legacy model simulations. The HLA concept is based on the idea of the distributed simulation approach that no single simulation model can satisfy the requirements of all usages and users. In order to facilitate interoperability and reusability, HLA differentiates between the simulation functionality provided by the members of the distributed simulation and a set of basic services for data exchange, communication and synchronization.

A. Architecture and Components

In HLA, every participating application is called a federate, and these entities can interact with each other within a federation. A federation can be seen as a set of federates acting together in a distributed simulation to achieve a certain objective. There are three main components that comprise HLA:

- Federate Interface Specification
- Framework and Rules
- Object Model Template Specification

The HLA Framework defines a set of rules that must be obeyed to ensure the proper interaction of federates within a federation. These rules must be unchanged across all the simulation units as they define the overall architecture. They also define the responsibilities of federates and federation. There are five rules for federates and other five for federations. The definition and description of each rule is available in [5].

The HLA Federate Interface Specification describes the services which federates have to use for communicating with others. This communication is always made through a middle-ware structure, known as Run-Time Infrastructure, which provides the essential building ground for the software developers. The interface specification describes which services a federate can use and which services it has to provide [4]. In order to establish the interaction between federates and the Run-Time Infrastructure (RTI), the concept of ambassador is used. Ambassadors are objects that have the methods needed by the participants for performing communication. So, federates communicate with the RTI using its ambassador as an interface. Figure 1 illustrates the described concepts.

The HLA Object Model Template Specification describes the format and syntax of the data transferred between federates. This data exchange is represented in the form of an object class and the two types of object exchange are Object Class and Interaction Class. The first one contains the shared information within federation that persists during the run time. The second one, contains the sent and received information between federates. This component defines the object template data that all simulation unit needs to use in order to exchange data with each other [6].

III. SIMULINK MODEL OVERVIEW

The Electric Bus Powertrain Subsystem (EBPS) is a mathematical model of an electric bus engine model implemented in MATLAB Simulink [9]. The model is constituted by several modules that are used to compute specific parameters. One of these subsystems represents the vehicle’s powertrain, taking into account the forces that work against its movement and the gear ratios involved. An output of this subsystem computes the amount of required energy for a driving cycle to be completed. A second subsystem is implemented that calculates the amount of energy that may be possibly recovered from the regenerative braking, taking into account the kinetic energy of the vehicle. Two other subsystems are related to the batteries and the super-capacitors, evaluating whether they are capable of absorbing the energy from the braking [9]. Figure 2 illustrates the main subsystem of the model.

This system is modelled in continuous time. It receives a vectorial structure as input, where velocities are related to time instants. As outputs, the model produces a structure for each metric, with values associated with an instance of time. The most significant parameters calculated by this model are:

- **Power**: Expresses the power required for each instant of the driving cycle.
- **Total Energy Cycle**: The energy required to complete a whole cycle.
- **Kinetic energy**: It is known that the effect of the vehicle mass when accelerating and stopping the vehicle in urban conditions has considerable influence on vehicle performance. So, the kinetic energy is used in this model for calculating the amount of energy dissipated
in braking, considering the tires and air resistance.

In order to be used in the intended integration, this model was modified to a discrete model. In this way, it could receive a unique variable and produce output values for that specific instance.

IV. SUMO-SIMULINK: AN HLA INTEGRATION

In HLA, each federate application is an independent application. In this sense, each federate is carefully designed and developed. Fig. 3 illustrates the main federate components and interactions.

For the development of the federate applications, two aspects had to be taken into account: one is the communication module with the simulators, the other is the federate ambassador module for communications with the RTI.

The federate ambassador is the module through which all the communication with the RTI is performed. This module must comprise the standard methods required for the communication with the RTI. Some of these methods are used by the RTI to perform call-backs to the federate, others are the methods used by the federate to perform calls to the RTI. The latter use a local RTI component in order to perform the calls which is a local library comprising the RTI methods.

In order to establish communication with the RTI the federate must need to perform a connection to it. To do that, it is used an object called RTI ambassador that is created using an RTIambassadorFactory provided by the local RTI library. This object will be used to perform all the calls to the RTI.

After the connection, the federates needs to join or create a specific federation. These methods as well as resignFederationExecution, destroyFederationExecution and disconnect, comprise the main activity for connection to and disconnection from a federation. The methods for the data exchange within federation needed to be implemented too. The HLA standards provide an extensive number of methods for different purposes. However, implementing them all would be very time consuming. Thus, only the necessary methods for the intended integration were developed.

There are two different groups of methods that are related to the type of data exchange. The first group is directed to the interaction classes and the other, to the object classes. But before exchanging data between federates, the Federation Object Model needed to be specified and the communication module with the simulators needed to be created.

A. Federation Object Model (FOM) Specification

A coherent and persistent integration among different models is obtained using a well-defined protocol where the data exchange and attribute ownership among the federates are declared.

For this purpose HLA standards define the FOM entity where a description of the data exchange in the federation (i.e. the objects and interactions that will be exchanged) is described. This can be seen as the language of the federation. Each federation defines its own FOM, since a federation is defined for a given purpose each time.

During the creation of the FOM three of the most important issues to be considered are the Object classes, the Interaction classes, and the Data types. These entities have to be defined well in order to describe the information exchanged between the federates of a federation.

For the intended purpose of the proposed integration between SUMO and EPBS, all data necessary to be exchanged are related to the electric bus attributes. In this sense, the object class that needs to be described in FOM is the class Bus declared for the federation. Moreover, to define the class object, all the attributes and its variable types have to be defined too.

This class has twelve attributes each one with a specific type. The attribute Name was included to identify the bus instance in case there is more than one bus. The velocity attribute is the variable that the traffic simulator will update and the other attributes are the variables for the outputs of the EBPS model.

Regarding the attributes types, the HLAunicodeString is already a default HLA type. However, other types are not and need to be described in FOM.

To describe a new type, it is necessary to define the default HLA type that it comprises, the units that it represents, the
resolution that it accepts and a simple description about its semantic.

To conclude the FOM description, the interaction classes must be described. An interaction is something that does not persist over time, it is used to perform some immediate reaction. The interaction classes created are the Start and Stop interactions. These interactions are used to start and stop the simulation execution on both simulators. Thus, when federates receive one of these interactions, they start or stop the simulation respectively.

Also, an interaction could have some parameters as arguments, and if it is the case then they need to be specified too. In this case, only the Start interaction comprises an argument. This parameter is used to specify the frame rate at which the simulation should be processed.

B. The MatLab Communication module

MatLab could be seen as an API for Simulink since Simulink models can be controlled by MatLab methods. Simulink models are standalone models and exist in mutual symbiosis with the MatLab environment. The only way to access them externally is through the MatLab methods and calls. For this reason a control using the MatLab interface to Simulink was applied. In this sense, this module is used by the federate ambassador to communicate with Simulink model through MatLab.

In order to establish communication with MatLab, the matlabcontrol API was used. The matlabcontrol is a Java API to interact with MatLab allowing its methods invoke behaviour of Java objects [14]. Using this, it was only necessary to create a proxy to work as an image of the MatLab application. After that, all the calls to MatLab are performed through this proxy.

Establishing the communication with MatLab was the first part in the development of this module. The second part was to control the Simulink models step-by-step simulation through Matlab commands. To do so, the set_param() function was chosen. This function allows starting, pausing, stopping and resuming the simulation, as well as advancing one simulation step at a time.

C. The Sumo Communication Module

Unlike Matlab/Simulink, SUMO already comes with an API that provides a communication protocol. In fact, the TraCI interface provides a set of methods that allow an easy interaction with the simulator’s state variables.

This module is composed of a set of functions, implemented in Java that comprises the necessary commands that would be used by the SUMO federate ambassador to interact with SUMO. TraCI has an extensive number of methods, each one associated with an entity in the simulation. For the scope of this project, the only TraCI’s methods that were used are relative to the vehicle entity and its speed.

D. Specification of Federates

There are two different groups of methods that are related to the type of data exchange. The first group is directed to the interaction classes and the other, to the object classes.

Related to the interaction classes, a set of methods were used in order to allow one of the federates to interact with the other. The first methods that needed to be used are the PublishInteractionClass and SubscribeInteractionClass. These methods acknowledge what kind of interaction the federates are able to publish or receive. For example, if a federate will be responsible to instruct the simulation to start, this federate could publish an interaction class named "start" while the others subscribe it. In this case, the SUMO federate will be the responsible to initiate the simulation and to publish an interaction class named "Start". The EBPS federate will need to subscribe that interaction in order to receive it.

The other methods required for interaction are the ReceiveInteraction and SendInteraction. The SUMO federate needs to call the method SendInteraction from RTI, whenever it wants to start the simulation. The EBPS federate needs to implement the ReceiveInteraction method in order to receive a callback from the RTI and starts the simulation.

In a similar way each federate needs to call "Publish" or "Subscribe" for the ObjectClass and ObjectClassAttributes that they want to send or receive. Both, SUMO and EBPS federates need to perform "Publish" and "Subscribe" to the Bus class. However, the EBPS only subscribes the attribute velocity and publish all the others. The SUMO federate performs the publish and subscribe attributes of the Bus class in the opposite way. Table I presents the InteractionClasses, ObjectClasses and ObjectClassAttributes Published and Subscribed by each federate.

TAB I

PUBLIC AND SUBSCRIBE ENTITIES BY SUMO AND EBPS FEDERATES

<table>
<thead>
<tr>
<th>Class Type</th>
<th>Identifier</th>
<th>SUMO</th>
<th>EBPS</th>
</tr>
</thead>
<tbody>
<tr>
<td>InteractionClass</td>
<td>Start</td>
<td>P</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClass</td>
<td>Bus</td>
<td>P</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>Acceleration</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>Velocity</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>Torque</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>BrakeForce</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>BrakingResistance</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>SuperCapacitorsChargingEnergy</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>BatteriesChargingEnergy</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>SuperCapacitorsDischargingEnergy</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>BrakingKinectEnergy</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>BrakingResistanceEnergy</td>
<td>S</td>
<td>P</td>
</tr>
<tr>
<td>ObjectClassAttribute</td>
<td>Torque</td>
<td>S</td>
<td>P</td>
</tr>
</tbody>
</table>

Now that the federates informed the RTI of what they Publish and Subscribe, they have to implement the necessary methods for exchanging data during federation execution. These methods are the following:

- registerObjectInstance
- discoverObjectInstance
- updateAttributeValues
- reflectAttributeValues
- attributeOwnershipAcquisition

The registerObjectInstance service registers a new object instance of the specified type. It returns a handle to the new instance. This handle is saved so that the federate could update this object later on. In this specific case, the only federate that uses this service is the SUMO federate, being responsible for registering the class Bus in the federation. When a new object is registered by one federate, the RTI
will make sure that it is discovered by other federates that subscribe to the specified class. This is made by the discoverObjectInstance method. If a federate joins a federation where there are already a number of objects, the RTI will also make sure the new federate discovers existing instances of a class that it subscribes to.

The updateAttributeValues service sends an attribute update for a particular object instance. The update contains a number of attribute/value pairs where the attribute is described by its handle. There are two cases to consider when the federation send updates for attributes: one is when a federate requests a value, the other is when a federate have a new value to update. In this implantation the only way to updates happen is when a federate receives a new value. The reflectAttributeValues is called-back by the RTI to the federate that subscribes the attributes that was updated by the other federate.

Finally, the attributeOwnershipAcquisition is used by the EBPS federate to request ownership for some attributes. Since it was the SUMO federate to register the class Bus, by default all the attributes were owned by it and the EBPS could not update any. Calling the attributeOwnershipAcquisition service to RTI, it can request the attributes that it want to update and gain their ownership.

With all methods implemented, their execution sequence will be performed as illustrated in Figure 4.

V. SIMULATION SCENARIO

As it has been mentioned previously, the devised integrated platform intends to offer a valid tool to traffic managers and practitioners for analysing how traffic flow and its dynamics affect the performance of electric buses when there are obstructions or intense traffic conditions. In this section we present a scenario where two different traffic flows were specified, so that the EBPS could be exposed to different solicitations due to daily traffic conditions. This illustration serves only as a demonstration of the possible type of analysis one can conduct using the proposed tool.

For this purpose a new road network has been designed and created for SUMO. The network is a model of the central area of Porto down-town (Fig. 5) and it has been extracted from OpenStreetMaps database. The choice of this urban traffic area is motivated by the fact that it is an area of the centre of the city with high traffic densities and a large number of traffic lights. In order to provide an example of what kind of study the framework can perform for the EBPS analysis, the Acceleration and TotalEnergyCycle metrics have been chosen among others. Other metrics are defined in [9].

Fig. 5. Aliados network for test-bed experiments.

In order to create the traffic demand, the randomTrips application embedded to SUMO package was used to automatically generate the trips for the vehicles. So, to customize the traffic flow and obtain the two different set-ups of traffic volume, the repetition rate of the generated trips for each one was different. A repetition rate of one second means that each trip is repeated by a new vehicle at every simulation step. Considering this, a repetition of five seconds has been used for first set-up experiment while for the second one it was used a repetition trip rate of one second. In the second one, the network rapidly begins to become overloaded, representing rush-hour periods. In each experiment, the bus travelled through the same route. In this way, it was possible to compare the results of the EBPS for the different traffic situations.

The first analyzed parameter was the acceleration profile of the electric bus under both traffic conditions. It can be

\footnote{http://www.openstreetmap.org/}
observed that under intense traffic, there were performed tougher accelerations and decelerations (represented by the peaks in the plot of Fig. 6). Besides that, the episodes were characterized by being performed in smaller periods of time when compared to low traffic. This type of behaviour have direct negative implications on the maintenance costs and on the efficiency of the bus, once the higher values of acceleration impact on the necessary energy for the bus to perform a certain route.

![Acceleration (m/s²)](Image)

**Fig. 6.** EBPS acceleration under different traffic conditions.

After observing the acceleration profile, it was decided to analyse the amount of energy that the electric bus spent under the proposed conditions, as a way to corroborate the assumptions made previously. Not surprisingly, under intense traffic, the electric bus spent 36% more energy (0.125 kWh) when compared to the low traffic scenario (0.092 kWh), as it can be observed in Fig. 7. This has immediate consequences on the costs associated with recharging bus batteries. It could be concluded that intense traffic conditions affect negatively the performance of an electric bus, making it spend more energy to perform similar routes and also demanding more power from the bus motor, which implies higher maintenance costs.

![Total Energy](Image)

**Fig. 7.** EBPS energy consumption under different traffic conditions.

VI. CONCLUSION

This paper discusses on the implementation of a HLA-based distributed architecture for electric bus powertrain simulation in urban mobility settings using two types of simulation models, namely the SUMO (Simulation of Urban Mobility) microscopic traffic simulator and the MatLab/Simulink environment. The proposed architecture envisions a flexible approach for coupling two simulators, one from the transportation area, and another from the automotive area. Our motivation is to offer a valid tool for traffic managers and practitioners so they can analyse how traffic flow and its dynamics affect the performance of electric buses (as well as other type of electric vehicles) when there are obstructions or intense traffic conditions. To illustrate the usefulness of the platform architecture a driving scenario was presented, as well as were discussed preliminary results obtained by the simulation. The advent of promising technologies will increase the need for flexible R&D tools for such complex systems to be evaluated. Furthermore, there is an encouraging potential on the proposed approach to foster synergies and to bring together the automotive and transportation research communities to work together on the development of the Future Urban Transport Systems.
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